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* 1. **¿Qué es una relación involutiva en java?**

En Java, una relación involutiva se refiere a una relación entre dos clases en la que ambas clases tienen una referencia a la otra. Es decir, cada clase es un atributo de la otra. Esto crea una relación bidireccional en la que ambas clases pueden acceder y comunicarse entre sí.

* 1. **De un ejemplo de relación involutiva.**

Por ejemplo, considera dos clases ClaseA y ClaseB. Si ClaseA tiene una referencia a ClaseB como un atributo, y a su vez, ClaseB tiene una referencia a ClaseA como un atributo, entonces tenemos una relación involutiva entre ClaseA y ClaseB.

public class ClaseA {

private ClaseB objetoB;

// Constructor, getters y setters

}

public class ClaseB {

private ClaseA objetoA;

// Constructor, getters y setters

}

En este ejemplo, ClaseA y ClaseB tienen una relación involutiva porque cada una contiene una referencia a la otra. Esto permite que ambas clases interactúen entre sí de manera bidireccional.

* 1. **¿Qué métodos comunes se encuentran en la interfaz Collection y qué funcionalidades proporcionan?**

La interfaz Collection en Java define un conjunto de métodos comunes que son implementados por todas las clases que representan colecciones de elementos. Algunos de los métodos más comunes incluyen:

**1. int size():** Devuelve el número de elementos en la colección.

**2. boolean isEmpty():** Devuelve `true` si la colección está vacía, `false` de lo contrario.

**3. boolean contains(Object o):** Devuelve `true` si la colección contiene el elemento especificado, `false` de lo contrario.

**4. boolean add(E e):** Agrega el elemento especificado a la colección. Devuelve `true` si la colección cambió como resultado de la operación, `false` de lo contrario.

**5. boolean remove(Object o):** Elimina la primera aparición del elemento especificado de la colección, si está presente. Devuelve `true` si la colección cambió como resultado de la operación, `false` de lo contrario.

**6. void clear():** Elimina todos los elementos de la colección.

**7. Iterator<E> iterator():** Devuelve un iterador sobre los elementos en la colección.

**8. Object[] toArray():** Devuelve un array que contiene todos los elementos de la colección.

**9. boolean addAll(Collection<? extends E> c):** Agrega todos los elementos de la colección especificada a esta colección.

**10. boolean removeAll(Collection<?> c):** Elimina todos los elementos de la colección que están contenidos en la colección especificada.

**11. boolean retainAll(Collection<?> c):** Retiene solo los elementos de la colección que están contenidos en la colección especificada.

**12. boolean containsAll(Collection<?> c):** Devuelve `true` si la colección contiene todos los elementos de la colección especificada, `false` de lo contrario.

Estos son solo algunos de los métodos comunes definidos en la interfaz Collection. Proporcionan funcionalidades para manipular y trabajar con colecciones de elementos de manera genérica en Java.

* 1. **Explica el propósito de la interfaz Iterable en Java y cómo se utiliza.**

La interfaz Iterable en Java es parte del marco de trabajo de colecciones y proporciona una forma estándar de permitir que los objetos sean iterados o recorridos en un bucle foreach. Su propósito principal es permitir que las clases definan un comportamiento iterable, lo que significa que pueden ser utilizadas en estructuras de control de bucle foreach.

La interfaz Iterable declara un solo método: iterator(), que devuelve un objeto de tipo Iterator. Los objetos que implementan Iterable deben proporcionar una implementación de este método. Un Iterator permite recorrer la secuencia de elementos contenidos en la colección de manera secuencial.

Ejemplo de cómo se utiliza la interfaz Iterable en Java:

import java.util.Iterator;

public class MiColeccion<T> implements Iterable<T> {

private T[] elementos;

private int tamaño;

public MiColeccion(int capacidad) {

this.elementos = (T[]) new Object[capacidad];

this.tamaño = 0;

}

public void agregar(T elemento) {

if (tamaño < elementos.length) {

elementos[tamaño++] = elemento;

} else {

// Lógica para manejar el caso de que la colección esté llena

}

}

@Override

public Iterator<T> iterator() {

return new IteradorDeColeccion();

}

private class IteradorDeColeccion implements Iterator<T> {

private int índiceActual = 0;

@Override

public boolean hasNext() {

return índiceActual < tamaño;

}

@Override

public T next() {

return elementos[índiceActual++];

}

@Override

public void remove() {

// Implementación opcional

}

}

// Otros métodos y lógica de la clase MiColeccion...

}

* 1. **¿Qué ventajas ofrece el uso de la interfaz Iterable en comparación con simplemente iterar sobre una colección utilizando un bucle for estándar?**

El uso de la interfaz Iterable en Java ofrece varias ventajas sobre simplemente iterar sobre una colección utilizando un bucle for estándar:

1. **Abstracción de la estructura de datos:** La interfaz Iterable proporciona una abstracción de la estructura de datos subyacente, lo que significa que el código que itera sobre la colección no necesita conocer los detalles específicos de implementación de la colección. Esto mejora la modularidad y la flexibilidad del código, ya que se pueden intercambiar diferentes implementaciones de la colección sin modificar el código del cliente.
2. **Uso de la sintaxis mejorada del bucle for-each:** Al implementar la interfaz Iterable, se puede aprovechar la sintaxis mejorada del bucle for-each en Java, lo que hace que el código sea más legible y conciso. En lugar de preocuparse por los detalles de la iteración (como obtener iteradores y verificar el final de la colección), el desarrollador puede enfocarse en el procesamiento de cada elemento de la colección.
3. **Compatibilidad con la API de Java estándar:** Muchas clases en la API de Java estándar implementan la interfaz Iterable, lo que permite que estas clases se utilicen fácilmente en bucles for-each y en otros contextos que requieren una iteración simple. Esto incluye colecciones como listas, conjuntos y mapas, así como otras estructuras de datos como arreglos.
4. **Facilita la creación de clases iterable:** Al implementar la interfaz Iterable, una clase puede proporcionar un método iterator() que devuelve un iterador sobre los elementos de la colección. Esto hace que la clase sea compatible con el bucle for-each y otros métodos que requieren una iteración.

A codificar!

1. Teniendo el siguiente diagrama:
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1. Cree todas las clases del modelo, con todos los métodos necesarios.
2. Complete un objeto de cada clase, asignando algún valor a todos sus atributos, inclusive los de relación.
3. Realice las siguientes operaciones sobre el modelo:
   1. Teniendo un objeto de Profesor, muestre el aula de la 3ra. asignatura.
   2. Teniendo un profesor, muestre todos los nombres de las asignaturas que imparte.
   3. Teniendo una asignatura, muestre nombre y dni de los alumnos del grupo que recibe.
   4. Teniendo un alumno, muestre la letra del 3er. grupo al que pertenece.
   5. Teniendo un alumno, muestre todas las asignaturas recibidas por el 1er. grupo al que pertenece.
   6. Teniendo un objeto de Alumno y, pidiendo por pantalla, una asignatura existente, muestre desde él, el profesor que la imparte.
   7. Teniendo un objeto de Profesor, muestre los nombres de todos los alumnos inscriptos en el Grupo de la 2da. Asignatura.
   8. Responda: ¿En qué se diferencian una asociación de una composición y de una agregación?

**Asociación:**

**Definición:**

Es una relación semántica entre dos clases que indica que un objeto de una clase está relacionado con uno o más objetos de otra clase.

**Características:**

Puede ser bidireccional o unidireccional.

Puede ser de uno a uno, uno a muchos, muchos a uno o muchos a muchos.

**Ejemplo:**

La relación entre un estudiante y una asignatura. Un estudiante puede estar asociado con muchas asignaturas y una asignatura puede estar asociada con muchos estudiantes.

**Composición:**

**Definición:**

Es una relación fuerte entre dos clases donde la existencia de la clase dependiente está completamente controlada por la clase principal. En otras palabras, la clase principal es responsable de crear y destruir la clase dependiente.

**Características:**

La clase principal es responsable de crear y destruir la clase dependiente.

La clase dependiente no puede existir sin la clase principal.

La clase dependiente no tiene una vida independiente.

**Ejemplo:**

La relación entre una universidad y sus departamentos. Un departamento no puede existir sin una universidad y si la universidad se elimina, todos los departamentos se eliminan también.

**Agregación:**

**Definición:**

Es una relación débil entre dos clases donde una clase puede contener a la otra, pero ambas clases pueden existir independientemente.

**Características:**

La clase principal contiene a la clase dependiente, pero esta última puede existir sin la primera.

La clase dependiente tiene una vida independiente.

**Ejemplo:**

La relación entre una empresa y sus empleados. Los empleados pueden existir sin la empresa y la empresa puede tener empleados de diferentes departamentos.

En resumen, la diferencia principal entre asociación, composición y agregación radica en el grado de dependencia entre las clases involucradas y en quién controla la vida útil de los objetos de las clases.

1. En una empresa se desea modelar la relación entre los empleados y sus supervisores. Cada empleado tiene un nombre y puede tener un supervisor, que a su vez es otro empleado. Implementa la clase Empleado en Java con los siguientes requisitos:

La clase Empleado debe tener los siguientes atributos:

* + nombre de tipo String.
  + supervisor de tipo Empleado.

La clase Empleado debe tener los siguientes métodos:

* + Un constructor que reciba el nombre del empleado.
  + Un método asignarSupervisor(Empleado supervisor) que permita asignar un supervisor al empleado.
  + Un método obtenerNombreSupervisor() que retorne el nombre del supervisor del empleado, o "Sin supervisor" si no tiene uno.

En el método main, crea al menos dos instancias de la clase Empleado, asigna un supervisor a uno de ellos y muestra por pantalla el nombre del supervisor del primer empleado.

1. Crea una lista que contenga los días de la semana, luego:

* Inserta en la posición 4 el elemento “Juernes”.
* Muestra el contenido de las posiciones 3 y 4 de la lista.
* Muestra el primer elemento y el último de la lista.
* Elimina el elemento que contenga “Juernes” de la lista y comprueba que haya sido eliminado.
* Crea un iterador y muestras uno a uno los valores de la lista.
* Busca si existe en la lista un elemento que se denomine “Lunes”.
* Busca si existe en la lista un elemento que se denomine “Lunes”. No importa si está en mayúscula o minúscula.
* Busca si existe en la lista un elemento que se denomine “Lunes”. No importa si está en mayúscula o minúscula.
* Borra todos los elementos de la lista.
* En cada paso realizado debes mostrar por pantalla que la acción se haya realizado.

1. Escribe un programa para gestionar una lista de alumnos de una escuela. Cada alumno estará representado por una clase Alumno, que contendrá los siguientes atributos:

* Nombre (String)
* Edad (int)
* Nota (double)

Debes implementar las siguientes funcionalidades en tu programa:

* Permitir al usuario agregar nuevos alumnos a la lista.
* Mostrar la lista completa de alumnos, incluyendo su nombre, edad y nota.
* Calcular y mostrar la media de notas de todos los alumnos.
* Mostrar el alumno con la nota más alta.
* Permitir al usuario buscar un alumno por nombre y mostrar su información (nombre, edad y nota).

Utiliza una colección adecuada de Java para almacenar los objetos Alumno. Puedes elegir entre ArrayList, LinkedList, HashSet, HashMap, u otra colección según consideres más conveniente para el ejercicio.

Además, asegúrate de manejar las entradas del usuario de manera adecuada, proporcionando mensajes claros y opciones para cada funcionalidad.

1. Escribe un programa en Java para gestionar una lista de tareas pendientes. Cada tarea estará representada por una clase Tarea, que contendrá los siguientes atributos:

* Descripción (String)
* Prioridad (int) - donde valores más altos indican mayor prioridad

Debes implementar una clase llamada ListaDeTareas que implemente la interfaz Iterable<Tarea>. Esta clase debe permitir agregar nuevas tareas, eliminar tareas existentes y obtener el número total de tareas en la lista.

Además, la clase ListaDeTareas debe proporcionar un método para iterar sobre todas las tareas almacenadas, en orden de prioridad descendente. Esto significa que, al iterar sobre la lista, las tareas con prioridad más alta deberían aparecer primero.

Finalmente, escribe un programa (main) que permita al usuario realizar las siguientes operaciones:

* Agregar una nueva tarea a la lista, especificando su descripción y prioridad.
* Mostrar todas las tareas de la lista, en orden de prioridad descendente.
* Eliminar una tarea específica de la lista, especificando su descripción.
* Salir del programa.