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* 1. **¿Qué es una relación involutiva en java?**

En Java, una relación involutiva se refiere a una relación entre dos clases en la que ambas clases tienen una referencia a la otra. Es decir, cada clase es un atributo de la otra. Esto crea una relación bidireccional en la que ambas clases pueden acceder y comunicarse entre sí.

* 1. **De un ejemplo de relación involutiva.**

Por ejemplo, considera dos clases ClaseA y ClaseB. Si ClaseA tiene una referencia a ClaseB como un atributo, y a su vez, ClaseB tiene una referencia a ClaseA como un atributo, entonces tenemos una relación involutiva entre ClaseA y ClaseB.

public class ClaseA {

private ClaseB objetoB;

// Constructor, getters y setters

}

public class ClaseB {

private ClaseA objetoA;

// Constructor, getters y setters

}

En este ejemplo, ClaseA y ClaseB tienen una relación involutiva porque cada una contiene una referencia a la otra. Esto permite que ambas clases interactúen entre sí de manera bidireccional.

* 1. **¿Qué métodos comunes se encuentran en la interfaz Collection y qué funcionalidades proporcionan?**

La interfaz Collection en Java define un conjunto de métodos comunes que son implementados por todas las clases que representan colecciones de elementos. Algunos de los métodos más comunes incluyen:

**1. int size():** Devuelve el número de elementos en la colección.

**2. boolean isEmpty():** Devuelve `true` si la colección está vacía, `false` de lo contrario.

**3. boolean contains(Object o):** Devuelve `true` si la colección contiene el elemento especificado, `false` de lo contrario.

**4. boolean add(E e):** Agrega el elemento especificado a la colección. Devuelve `true` si la colección cambió como resultado de la operación, `false` de lo contrario.

**5. boolean remove(Object o):** Elimina la primera aparición del elemento especificado de la colección, si está presente. Devuelve `true` si la colección cambió como resultado de la operación, `false` de lo contrario.

**6. void clear():** Elimina todos los elementos de la colección.

**7. Iterator<E> iterator():** Devuelve un iterador sobre los elementos en la colección.

**8. Object[] toArray():** Devuelve un array que contiene todos los elementos de la colección.

**9. boolean addAll(Collection<? extends E> c):** Agrega todos los elementos de la colección especificada a esta colección.

**10. boolean removeAll(Collection<?> c):** Elimina todos los elementos de la colección que están contenidos en la colección especificada.

**11. boolean retainAll(Collection<?> c):** Retiene solo los elementos de la colección que están contenidos en la colección especificada.

**12. boolean containsAll(Collection<?> c):** Devuelve `true` si la colección contiene todos los elementos de la colección especificada, `false` de lo contrario.

Estos son solo algunos de los métodos comunes definidos en la interfaz Collection. Proporcionan funcionalidades para manipular y trabajar con colecciones de elementos de manera genérica en Java.

* 1. **Explica el propósito de la interfaz Iterable en Java y cómo se utiliza.**
  2. **¿Qué ventajas ofrece el uso de la interfaz Iterable en comparación con simplemente iterar sobre una colección utilizando un bucle for estándar?**

A codificar!

1. Teniendo el siguiente diagrama:

![](data:image/png;base64,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)

1. Cree todas las clases del modelo, con todos los métodos necesarios.
2. Complete un objeto de cada clase, asignando algún valor a todos sus atributos, inclusive los de relación.
3. Realice las siguientes operaciones sobre el modelo:
   1. Teniendo un objeto de Profesor, muestre el aula de la 3ra. asignatura.
   2. Teniendo un profesor, muestre todos los nombres de las asignaturas que imparte.
   3. Teniendo una asignatura, muestre nombre y dni de los alumnos del grupo que recibe.
   4. Teniendo un alumno, muestre la letra del 3er. grupo al que pertenece.
   5. Teniendo un alumno, muestre todas las asignaturas recibidas por el 1er. grupo al que pertenece.
   6. Teniendo un objeto de Alumno y, pidiendo por pantalla, una asignatura existente, muestre desde él, el profesor que la imparte.
   7. Teniendo un objeto de Profesor, muestre los nombres de todos los alumnos inscriptos en el Grupo de la 2da. Asignatura.
   8. Responda: ¿En qué se diferencian una asociación de una composición y de una agregación?
4. En una empresa se desea modelar la relación entre los empleados y sus supervisores. Cada empleado tiene un nombre y puede tener un supervisor, que a su vez es otro empleado. Implementa la clase Empleado en Java con los siguientes requisitos:

La clase Empleado debe tener los siguientes atributos:

* + nombre de tipo String.
  + supervisor de tipo Empleado.

La clase Empleado debe tener los siguientes métodos:

* + Un constructor que reciba el nombre del empleado.
  + Un método asignarSupervisor(Empleado supervisor) que permita asignar un supervisor al empleado.
  + Un método obtenerNombreSupervisor() que retorne el nombre del supervisor del empleado, o "Sin supervisor" si no tiene uno.

En el método main, crea al menos dos instancias de la clase Empleado, asigna un supervisor a uno de ellos y muestra por pantalla el nombre del supervisor del primer empleado.

1. Crea una lista que contenga los días de la semana, luego:

* Inserta en la posición 4 el elemento “Juernes”.
* Muestra el contenido de las posiciones 3 y 4 de la lista.
* Muestra el primer elemento y el último de la lista.
* Elimina el elemento que contenga “Juernes” de la lista y comprueba que haya sido eliminado.
* Crea un iterador y muestras uno a uno los valores de la lista.
* Busca si existe en la lista un elemento que se denomine “Lunes”.
* Busca si existe en la lista un elemento que se denomine “Lunes”. No importa si está en mayúscula o minúscula.
* Busca si existe en la lista un elemento que se denomine “Lunes”. No importa si está en mayúscula o minúscula.
* Borra todos los elementos de la lista.
* En cada paso realizado debes mostrar por pantalla que la acción se haya realizado.

1. Escribe un programa para gestionar una lista de alumnos de una escuela. Cada alumno estará representado por una clase Alumno, que contendrá los siguientes atributos:

* Nombre (String)
* Edad (int)
* Nota (double)

Debes implementar las siguientes funcionalidades en tu programa:

* Permitir al usuario agregar nuevos alumnos a la lista.
* Mostrar la lista completa de alumnos, incluyendo su nombre, edad y nota.
* Calcular y mostrar la media de notas de todos los alumnos.
* Mostrar el alumno con la nota más alta.
* Permitir al usuario buscar un alumno por nombre y mostrar su información (nombre, edad y nota).

Utiliza una colección adecuada de Java para almacenar los objetos Alumno. Puedes elegir entre ArrayList, LinkedList, HashSet, HashMap, u otra colección según consideres más conveniente para el ejercicio.

Además, asegúrate de manejar las entradas del usuario de manera adecuada, proporcionando mensajes claros y opciones para cada funcionalidad.

1. Escribe un programa en Java para gestionar una lista de tareas pendientes. Cada tarea estará representada por una clase Tarea, que contendrá los siguientes atributos:

* Descripción (String)
* Prioridad (int) - donde valores más altos indican mayor prioridad

Debes implementar una clase llamada ListaDeTareas que implemente la interfaz Iterable<Tarea>. Esta clase debe permitir agregar nuevas tareas, eliminar tareas existentes y obtener el número total de tareas en la lista.

Además, la clase ListaDeTareas debe proporcionar un método para iterar sobre todas las tareas almacenadas, en orden de prioridad descendente. Esto significa que al iterar sobre la lista, las tareas con prioridad más alta deberían aparecer primero.

Finalmente, escribe un programa (main) que permita al usuario realizar las siguientes operaciones:

* Agregar una nueva tarea a la lista, especificando su descripción y prioridad.
* Mostrar todas las tareas de la lista, en orden de prioridad descendente.
* Eliminar una tarea específica de la lista, especificando su descripción.
* Salir del programa.